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Abstract

Biology demonstrates high levels of fault tolerance in
all instances. This paper documents a demonstration
system that takes inspiration from the immune system
and embryonic processes to acquire some of these fault
tolerant properties in hardware circuits. A multi-layer
immune system is used as fault detection; a negative
selection algorithm is used at a system level to identify
non-self states. These are localised by further tests.
Reconfiguration of the embryonic array accommodates
the faults located. The detector set for the negative
selection algorithm is currently derived by hand,
although appropriate learning algorithms are identified
and commented upon.

1 INTRODUCTION

As systems become more complex it becomes
increasingly difficult to provide comprehensive fault
testing to determine the validity of the system. Hence
faults can remain in a system which can manifest
themselves as errors. Furthermore, faults may be
introduced into a hardware system from external
sources such as electromagnetic interference.
Components within a system can die; no transistor will
function forever. These faults can ultimately cause a
system to fail. The ability of a system to function in the
presence of faults, to become fault tolerant, is a
continually increasing area of research.

Through millions of years of refinement biology has
produced many living creatures that are remarkably
fault tolerant. They can survive injury, damage, wear
and tear, and are under continual attack from other
living entities in the form of infectious pathogens. This
paper details a fault tolerant circuit that takes its
inspiration from some of the fault tolerance techniques
found in biology.

A hardware multilayered artificial immune system is
used as a fault detection system upon an embryonic
array (Tempesti 1998, Ortega 2000) which can then
accommodate the faults. The embryonic array is a

homogeneous array of logic units (called cells) that use
their location within the array to extract appropriate
configuration data. Each cell contains all the
configuration details of all cells and hence can perform
any cell’s function as required.

This is part of the POEtic project which aims to produce
a circuit that combines other forms of bio-inspired
techniques (POEtic 2002). These include phylogeny
(P), the ability of a population of individuals to change
from one generation to the next in an evolutionary
manner, ontogeny (O), the developmental processes of
an organism’s growth. Multi-cellular organisms grow
from a single cell that contains all the necessary
information, the current implementation of which is the
embryonic array. Finally epigenesis (E), the learning
process of an individual. This can not only be found in
the nervous system but also the some areas of the
immune system which learn to recognise pathogens.

Ultimately the PEOtic device will be produced in
silicon using ASIC (Application Specific Integrated
Circuit) fabrication. However, this paper details the
initial stages of just the immune system upon an
embryonic array. Although only simulated results are
given in this paper the system will shortly be
implemented in a commercial Field Programmable Gate
Array (FPGA).

2 BACKGROUND INFORMATION

2.1 ARTIFICIAL IMMUNE SYSTEMS

The immune system found in higher organisms is a
multilayered, distributed system that is robust and can
identify numerous pathogens and other harmful effects.
Many of the properties found in such a system would be
most advantageous in many computer and other
systems. Artificial immune systems do just this. They
have been applied to many different application areas,
such as: optimisation techniques (Hajela 1999, Endo



1998), novel implementations of neural networks
(Hoffmann 1986), anomaly detection (Kim 1999,
Forrest 1997), pattern recognition (Hunt 1996,
Dasgupta 1999) inductive problem solving (Slavov
1998, Nikolacv 1999) control (Ishiguro 1997),
industrial process monitoring (Ishiguru 1994, Ishida
1993), fault tolerant software (Xanthakis 1996) and
hardware fault tolerance (immunotronics) (Bradley
2000a, 2000b, 2001, 2002). Further information,
surveys and reviews can be found in Dasgupat and
Attoh-Okine (Dasgupta 1997), de Castro (Castro 1999)
and de Castro and Von Zuben (Castro 2000).

Of the many algorithms and systems researched, many
make use of the negative selection algorithm.
Developed by Forrest et al. (Forrest 1994), the negative
selection algorithm is based upon the detection of non-
self from self, as found within the immune system.
Various immune cell types (such as lymphocytes) have
receptors that allow them to bind to specific sets of
proteins. The maturation of each lymphocyte cell
involves the presentation of proteins that are naturally
present within the body (self). Lymphocytes that bind
with them are destroyed. Hence, when released within
the body, binding to a protein indicates it is non-self and
may be a harmful pathogen. See Janeway (1999),
Kimball (2002), de Castro (1999) and Alberts (1994)
for more details of immune systems. Forrest uses a
string to represent the systems state; partial matching of
these strings is used to distinguish between self and
non-self. This can be considered similar to the binding
of some lymphocytes. The negative selection algorithm
can be summarised as follows:

e A set of self strings, S, are defined. Each is of a
length, /, of a finite alphabet. The set of strings
can be gathered during operation in an
application dependent manner to describe the
state of the application.

e A set of detectors, R, is generated which fails
to partially match any member of the self set,
S. The partial match used by Forrest is defined
as a match of ¢ contiguous bits within the
string’s length.

e The state of the device under test is monitored.
Under normal operation this would generate a
member of the self set, S. However, an
abnormal process may generate a non-member
of S which can be matched by a member of the
detector set R.

The detector sets have been generated by a random
process, more efficient algorithms (D'haeseleer 1995)
and evolutionary processes (Kim 1999), including
library selection (Hunt 1996). Detectors that match self
are destroyed in a similar manner to the biological
immune system.

2.2 IMMUNOTRONICS

All the applications listed are software implementations
of an artificial immune system. The only hardware
implementation found to date is Immunotronics

(immune + electronics) by Bradley and Tyrrell (Bradley
2000a, 2000b, 2001, 2002). This makes use of a
negative selection algorithm to identify faults within a
hardware circuit, specifically a finite state machine. The
current state, next state and the current inputs are used
to define the current transition of the machine. Some of
the transitions are not present in normal, error free
operation and so are considered as non-self.
Identification of such non-self indicates the presents of
an error.

A 4 bit BCD counter implemented upon a Xilinx Virtex
FPGA was immunised. The detector set was generated
offline using both random techniques and the greedy
algorithm (D'haeseleer 1995). The detectors themselves
were implemented using a content addressable memory
(CAM) (Xilinx 1999). This allows all the elements
within the memory to be compared with the current
state very quickly. Partial matching based upon the
number of contiguous bits was employed. Experimental
results showed that a fault coverage of 93% could be
achieved with 103 detectors, which constitutes 10% of
all possible error, and therefore detector, states.

This is very impressive but requires a CAM of 103
words, each 10 bits in width. This is vast in size
compared to the counter that was being immunised.
However, the size of the detectors is not dependant on
the complexity of the circuit being immunised. It might
be considered that the counter is the wrong granularity.
Also a biological immune system never tries to provide
a fault free functionality. The underlying system
requires some inherent fault tolerance; indeed the
immune system will typically kill off infected cells. The
biological entity can easily accommodate this due to the
vast quantity of redundancy.

It is therefore more appropriate to use an immune
system at a system, or sub-system level. It would not
now be used to identify every error, but unusual
situations that indicate something erroneous has
occurred. If a robot controller is considered, the
immune system would provide monitoring for situations
that should not occur. This may include situations such
as a robot that is heading for an object.

2.3 EMBRYONICS

All multi-cellular organisms start life as a single cell.
This cell divides repeatedly to generate numerous
identical copies of itself. Each cell contains all the
information necessary to create the entire entity — the
genotype. As the number of cells increases
differentiation takes place; different cells start to change
to provide different, specialised functionality. The
appropriate section of the genotype (the appropriate
gene or genes) is selected based upon the cell’s position
as well as other factors.

Embryonics (embryo + electronics) is inspired by the
cloning and differentiation of cells within multi-cellular
organisms to generate electronic circuits with some of
the properties of such organisms (Tempesti 1998,
Ortega 2000, Prodan 2001, Stauffer 2001). An



embryonic array consists of a homogeneous array of
cells, each containing the full specification of the
device, together with a processing element and control.
The coordinate position of each cell is calculated
dependent upon its neighbours; this is used to perform
the appropriate section of the genotype. Figure 1 gives
an example of some of the major elements of a generic
array. Implementations to date typically use a very
simple functional unit (a two input multiplexer),
although a number of these units have been included in
a cell. These sub-sections of the cell have been termed
molecules.

Errors within the array are accommodated by killing the
particular cell. The routing becomes transparent and the
coordinate system no longer increments, thus the next
cell takes over the functionality of the faulty cell. The
array contains spare cells that are not utilised until a
fault occurs.

To maintain cellular alignment removing the row or
column that contains the error is typical (see Figure 2).
It should be reiterated that no configuration data has to
be recalculated or moved; just the change in coordinate
is all that is required for the cells to reconfigure
themselves. Fault avoidance has also been performed at
the molecular level. As many faults as there are spare
cells can be handled.
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Figure 1: Embryonic Array
Implementations to date use replication of the

functional units and a comparator to provide built in self
tests (BISTS). At present it is assumed that the routing
and control are fault free.
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Figure 2: Accommodation of Fault

3 THE SYSTEM

3.1 OVERVIEW

The new system proposed uses a number of layers to
provide fault detection using the immune system for
inspiration. The top level is a negative selection
algorithm that learns and is analogous to the acquired
immune system. This can work at either a system or
subsystem level and monitors the state of the system for
non-self. When non-self is identified the whole system
could be relocated by killing the cells within the
embryonic array. However, such resources are rarely
available and so a second layer is used to localise the
fault. This could take many forms; here a number of
configurations are loaded which perform a number of
tests. The device could be tested in sections with a
reduced functionality, or in a roving self-test area
(STAR) (Emmert 2000, Abramovic 2001). In this
example the device is briefly placed in a safe state and
taken offline while the testing takes place, in a similar
manner to Sundararajan (2001). Cells that have errors
are identified and killed. These tests do not learn and
hence could be considered to be mapped to the
biological innate immune system.

A simple embryonic array was generated to provide the
ability to reconfigure around faults that were found. The
criteria of the array was to provide suitable functionality
to implement the immune system and to enable it to be
implemented on a commercial FPGA. Therefore it may
bear little resemblance to the embryonic array that will
be produced in the final POEtic tissue. The immune
system will provide testing for many of the areas that
current implementations of embryonics assume to be
fault free.

A simple example application is used to demonstrate
the system. This takes the form of the simplest of robot
controllers which has three single bit inputs and two
single bit outputs; the inputs represent the detection of
an object to the robot’s left, front and right. The outputs
represent signals to the robot’s left and right motors.
Hence a signal on the left motor will turn the device to
the right, both motors will cause it to travel forward and



a signal on the right motor will turn the robot to the left.
This is shown in Figure 3.

Object Detection
Left Centre Right
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Controller

v

Left Motor Right Motor

Motor Drive

Figure 3: Test System

The nature of the controller is not important; in this
demonstration it took the form of a simple lookup table
which was driven by a linear feedback shift register to
generate a random, complete set of inputs.

When the outputs are considered with the inputs there
are a number of states that would be considered as
normal (self-states) and those that would be considered
as abnormal (non-self). An example of this would be
the detection of a object ahead with both motors driving
the robot into it. A complete set of these non-self states
is given in Table 1. In this simple example the states
were determined by hand, although an automated
learning capability is ideal. Details of learning
processes are given in section 5.1.

Input states Outputs
Left | Ahead | Right | Left | Right
0 0 1 1 0
0 1 0 1 1
0 1 1 1 0
0 1 1 1 1
1 0 0 0 1
1 0 1 0 1
1 0 1 1 0
1 1 0 0 1
1 1 0 1 1

Table 1: Non-self Sates

3.2 THE EMBRYONIC ARRAY

The embryonic array is based upon the hardware-
orientated arrays produced by Ortega and Tyrrell
(Ortega 2000). However, many changes were required.
Each cell of the array is constructed from a preset
number of molecules. Dedicated hardware is used to

generate other cell functionality, such as address
calculation, gene selection and maintaining the cell’s
state. Each molecule contains a four input lookup table
(LUT) and a D-type flip-flop. A three bit bus connects
each molecule to its four nearest neighbours via a
switch block that provides full connectivity. No direct
connections (that by-passed the switch block) are
present between molecules. The output of the
molecule’s LUT or flip-flop can also be connected to
any of the switch block’s outputs. Each input of the
LUT can be connected to any of the switch block’s
inputs. See Figure 4. There is no distinction between
neighbouring molecules within the same cell and the
neighbouring cells.

The configuration of each molecule is controlled by a
configuration register; each bit of this register is
implemented using a 16 bit shift register / 4 bit LUT
(i.e. the basic LUT of many FPGAs). Hence, each bit
has up to 16 possible options to be selected from. All
configuration registers of a cell are linked into a
continuous shift register which will contain the
configuration of all the cells, i.e. the genotype of the
array. Therefore, up to 16 different configurations, or
genes, can be stored and the appropriate gene selected
dependent upon the cell’s location and state. The
genotype is distributed, in parallel to each cell, to
configure the whole array.

v

Input and Output Buses

Figure 4: Molecule Block Diagram. Note the output can
bypass the D-type if required.

The coordinates for each cell are calculated based upon
its neighbours below and to its left; each cell increments
the address in the x and y axis which is then propagated
on. A mapping, from the coordinates to the selection of
the actual gene used, is provided via a lookup table. The
mapping data is present at the head of the genotype and
allows the same gene to be present in more than one, or
no cells, as required.

Faults are accommodated by typically killing the entire
column in which the faulty cell is present. A gene is



selected that sets all the switch blocks to be transparent
and the cell coordinates are no longer incremented.
However, it is also possible to kill a row. This is
necessary if the cell will not die appropriately or there is
a fault present in the transparency of the cell. This
allows a cell to be completely removed, no matter the
degree of damage (see Figure 5). Each molecule has the
ability to use its functional output to indicate that the
cell should die and the row, or column should go
transparent. This is controlled via another configuration
bit.
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Figure 5: Possible reconfigurations to avoid faults

Control of the cell’s state is achieved by a small state
machine.

3.3 THE ARTIFICIAL IMMUNE SYSTEM

As stated, the fault detection takes the form of a number
of layers. The top-most layer is the implementation of a
negative selection algorithm.

3.3.1 The Negative Selection Algorithm and its

Implementation

Using the negative selection algorithm to identify
unusual situations at system level reduces the number of
error states dramatically. In this example the number is
reduced to such an extent that there are more self states
than non-self states. This makes partial matching
between detectors and the current state no longer
possible, since the partial match is more likely to match
with another self state than non-self state. The number
of holes becomes too large to be practical, even with
appropriate changes in the state representations
(Hofmeyr 1999). The nature of the partial match within
the negative selection algorithm (and in biological
systems) is very powerful and, some may argue, a key
component of the system. It allows a greatly reduced set
of detectors to identify a wider range of pathogens; the
clonal selection process (the process by which the
lymphocytes are chosen for replication) also requires a
degree of match to function correctly. However, when
implemented in hardware there are a number of
constraints and restrictions that prevent full advantage
of the partial matching. The luxury of complex software
algorithms is not available. Hardware systems tend to
maximise the hardware present and so non-used states
or conditions are minimised. Hence, most situations
would not produce the very high ratios of self to non-

self that occur in biology and provide the great power of
partial matching.

The reduced number of non-self states, and the small
number of bits in this example allows for complete
detector sets which are still very small. With a detector
of only five bits a complete comparison can be
implemented in a simple five bit lookup table
(implemented in three 4 bit LUTs). This compares
favourably with the typical CAM implementation used
in Bradley (2001) which required a LUT for every two
bits of a detector and used over 100 detectors.

The system still identifies non-self states which is the
fundamental aspect of the algorithm.

The implementation of the detectors is very simple as
can be seen in Figure 6. The three LUTs provide the
logic necessary to produce an error output for the non-
self states shown in Table 1.

Controller
\ Error
h | Signal
LUT —L
—| LUT —
A
LUT J
Detector Motor Drive LUTs provide logic for

complete coverage of
all states

inputs Signals

Figure 6: System block diagram

The array simulated used 10 molecules in a cell (two
columns of five) which allowed the linear feedback
shift register and LUTs for the controller to be
implemented in one cell and the detectors in a second
cell.

3.3.2

When a non-self state is identified the error must be
located and accommodated. This is achieved by
reconfiguring the device and performing test patterns at
a low level. The number and type of tests performed can
generate an exhaustive test sequence.

Innate Layer

Replication of the functional units within the embryonic
array has been employed in previous implementations.
This provides fault tolerance of the functional units with
acceptable overheads and could be included as an
additional layer (in biology, cells continually check
their functionality and will die by apoptosis if an error
is located, Kimball 2002). The tests would therefore
concentrate on the routine and switching of the array,
which is much harder to produce by replication. These
would be similar in nature to the offline test detailed in



Sundararajan (2001) or those performed by the roving
star (Emmert 2000, Abramovic 2001). In essence each
configuration of a switch block is induced using a
suitable test pattern generator and tester, as shown in
Figure 7. A large number of tests would be performed
in parallel, with the repetition of the same gene in a
number of the cells.

Molecule
11 y>
Test pattern
If path produces generator
Route and
wrong pattern cell . bi 4
will be killed by | SW“C‘H%“H o
1
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1
T |
I I «— Cell

Figure 7: Example test configuration

The tests are typically kept within the cell which is
killed by the identification of an error within it. This
greatly simplifies any control or localisation needed to
reconfigure the device and avoid the fault. Some tests
require the data paths between cells to be included; this
too causes no complications since the whole column or
row is typically avoided.

With an appropriate architecture it would also be
possible to test the correct functionality of the cell’s
control and status and its ability to die. Hence all
aspects of the device could be tested.

A control process is necessary to carry out this
reconfiguration and error checking. On the final POEtic
device a microcontroller will be included within the
device which will be utilised. However, this generates a
large single point of failure. In an ultimate solution the
controller would be implemented within the array itself
which then offers all the fault tolerant protection
provided. It should be noted that unlike many other
FPGA fault tolerant techniques that use reconfiguration
to locate and/or avoid faults (such as Blanton 1998)
there is no complex reconfiguration calculation
required; this is all achieved by the embryonic array.
Hence, an integrated controller would be practical. With
a reasonable number of test configurations the memory
required to store them may become inappropriate.
However, the nature of the test genes is such that they
are very repetitious and so they could be simply
constructed from a number of small subsets of the gene.

Within the simulation of the test application the detector
set was replicated within its cell to prevent false
negatives. An inconsistent result from the two detector
sets causes the immune cell to be killed. Since this
example application implements the controller in a
single cell, any non-self detected causes that cell to be
killed and its column made transparent. However,
innate tests are performed to check the correct

transparency of the device. Failure of this test results in
the appropriate row being made transparent.

This transparency test requires two configurations.
These are shown in Figure 8 and Figure 9. Each row (of
three cells) is the same. In the first test, coordinate (0,0)
contains a gene A, while all the other cells use the gene
to make them transparent (as shown in Figure 8). This
generates a test pattern which passes the length of the
row and is mapped back again. The switching within
the test cell is such that the data passes through all
horizontal paths and switches to a test molecule at the
bottom of the cell. Notice that the test is repeated to
prevent an error in the test generating a false negative.
A second configuration is required to test the
transparency of the end cell, as shown in Figure 9. Gene
B is the same as A but it is mirrored in the x axis.

It is necessary for the routing to map the test signals
back; this can be achieved in the end cell or externally,
as shown.
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Figure 8: Transparency test
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Figure 9: Second transparency test

4 RESULTS AND DISCUSIONS

Figure 10 shows a section of simulation of the circuit.
The circuit was written in synthesisable VHDL,
optimised for a Xilinx Virtex. Hence the circuit will
easily be implemented in hardware. The lower set of
traces is an expansion of a section of the upper. Here
the inputs and the outputs to the controller can be seen
(labelled “controller”). The lower three traces are the
detector signals and the upper two traces are the
appropriate response for the motor outputs. At time
5500ns a stuck at 1 fault is injected on the output of one
of the controller outputs (the upper on the trace). This
places the device in an error state and an error signal is
generated. This causes cell 0,0 to pass from an OK
state, through a brief reconfiguration state, to a dead
state. The selected gene goes from 0001 to 0000, the
transparent gene. The state of the device goes from
normal to testl. This can be seen more clearly in the
upper set of traces, showing a larger time scale. Both
test conditions are performed before returning to a
normal state. The test passes correctly and no further
action is performed. Notice that the controller output
was on cell 0,0 which, after the testing and
reconfiguration, remains at a logic level 0. Cell 1,0 has
now taken over the functionality of the controller. The
actual output of the device would remain the same.

A similar stuck at fault is injected in the simulation
shown in Figure 11. However, the fault is inserted on
the connection bus between molecules. This error can
not be avoided by a horizontal relocation since the stuck
at fault prevents the cell from becoming transparent.

It can be seen that at time 5500ns the fault is injected
and as before the cell is killed. The two test
configurations are loaded and the tests are performed.
This time the second test fails and the Y error line is
activated which induces the cell to die and for the row
to become transparent. The combined outputs of a
number of cells are shown in the lower three traces.
Before the error is introduced (and after the
configuration) the functionality of the controller is
performed by cell 0,0. This is labelled Output Active on
the figure. After the reconfiguration, cell 1,1 now
provides the correct output. Notice that cell 1,0, the cell
that was used in the previous example, is no longer used
since the y=0 row can not be guaranteed to function
correctly.
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Figure 10: Error injection in molecule function output
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Figure 11: Error injected into connecting bus

S OTHER CONSIDERATIONS

5.1 LEARNING

In the example simulated the detector set was generated
by hand. However, the ability to learn is paramount to
the adaptive immune system. During the maturation of
B and T cells in a biological immune system, they are
exposed to self proteins; those that bind to these are



destroyed. This can be achieved in this application by
first setting all the states as error conditions (i.e. filling
the LUTs with 1s). A learning period, with fault free
operation, is used to present self states to the immune
system; each state that occurs is self and this state is
removed from the LUT. This type of process is
common in many artificial immune systems to generate
a detector set. Within a hardware situation there are
some difficulties. As stated, the process has to be error
free (which is sometimes difficult to guarantee) and all
self states have to be demonstrated. This becomes a
non-trivial process in a complex system. Adaptive
systems (such as those that will populate the final
POEtic device) also pose problems.

In biological systems it is not guaranteed that all cells
are exposed to all self proteins. Processes exist that
allow self binding cells to be accommodated. B cells
require co-stimulation by helper T cells (too complex
for a hardware system). The state of the immune system
also changes the response of a binding cell. If a killer T
cell binds to a protein without any other stimulation, it
is quite possible that the cell is binding with self and no
action is taken. However, if there are other indicators
that pathogens are present then the binding cell may
well replicate and kill the infected cells. Cell damage
(presented to the immune system by antigen presenting
cells) is one such indicator of the presence of
pathogens. In essence, more that one trigger is required
before potentially damaging action is instigated.

This could be emulated by using the knowledge gained
from the comprehensive testing process that follows the
artificial immune system’s detection of non-self. If no
errors are found then that detector is probably
identifying self and should be destroyed. However, care
should be taken to consider a temporary fault. Again
taking inspiration from biology, detectors should be
periodically created, or more than a single instance of
detection is required before action is taken.

Much further work is required to investigate the full
potential of this process.

5.2 SCALABILITY

The innate section of the system is not limited by scale.
The same tests are typically performed whatever the
size of the device; simply more tests are performed in
parallel.

The limit of the scalability of the implementation of the
negative selection algorithm is the size of the detector
set required. This is dependent upon the number of bits
that describe each state and the number of error states
present. The actual system size is not relevant. If a robot
controller is once more considered as an example, then
it would be probable that the outputs of any detectors
and values of motor controls would contain more bits.
However, it would be quite possible to reduce these,
with appropriate logic, to produce simple signals that
determin features such as if an object was near or that a
motor was being driven forward. Much of the extra data
are not necessary for the immune system and can be

compared to the feature extraction process performed
by the major histocompatibility complex in biological
immune systems. However, more complex systems with
much larger numbers of bits per state can still be easily
accommodated. It would no longer be appropriate to
have a complete coverage of all states which would
complicate the learning algorithm since some decision
upon which detectors to include would be required. This
is harder to implement in hardware; however, it would
not be uncommon for this to be performed in software,
offline.

6 CONCLUSIONS

A demonstration of a multilayer artificial immune
system implemented within an embryonic array for
hardware fault tolerance has been simulated. Using a
negative selection algorithm to monitor the system’s
state for situations that should not occur reduces the
number and size of the detector set hence reduces the
size of the immune system. A non-learning layer could
then be used to localise the fault.

The use of an embryonic array provides an ideal process
to avoid the faults located. The immune system adds
considerably to the fault tolerance of current
implementations of embryonic arrays.

The process currently uses a detector set that is selected
by hand; however, learning algorithms have been
identified that could be applied. The system also shows
promise for scaling to larger systems than that
demonstrated.
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